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Row-by-Row Coding Schemes for Inter-Cell
Interference in Flash Memory

Sarit Buzaglo and Paul H. Siegel, Fellow, IEEE

Abstract— Inter-cell interference (ICI) is a significant cause of
errors in flash memories. In single-level cell (SLC) flash memory,
ICI arises when 1 0 1 patterns are programmed either in the
horizontal or vertical directions. Since data pages are written
sequentially in horizontal wordlines, one can mitigate the effects
of horizontal ICI by applying conventional constrained codes
that forbid the 1 0 1 pattern. This approach does not address
the problem of vertical ICI, however. In this paper, a row-
by-row coding technique that eliminates vertical 1 0 1 patterns
while preserving the sequential wordline programming order is
presented. This scheme, though efficient, necessarily suffers a
rate loss of almost 20%. We therefore propose another coding
scheme, combining a weak constraint on vertical 1 0 1 patterns
with a systematic error-correcting code, that can mitigate vertical
ICI errors while achieving a higher overall coding rate, provided
that the vertical ICI error probability is sufficiently small. Some
extensions for multi-level cell (MLC) flash memory are discussed
as well.

Index Terms— Decoding, encoding, error-correction coding,
Markov processes, memories.

I. INTRODUCTION

FLASH memories are, by far, the most important type of
non-volatile memory (NVM) in use today. Their low cost

and steadily increasing storage capacity make them attractive
for many NVM applications. As memory cell size decreases,
inter-cell interference (ICI) can severely degrade the device
performance. In the simplest model of ICI, parasitic capaci-
tance can cause an undesirable increase in the voltage level
of a victim cell when high voltages are applied to some of its
neighboring cells [21]. This phenomenon occurs in single-level
cell (SLC) flash memory, where each cell stores one bit, and is
particularly severe when programming multi-level cell (MLC)
flash memory [9], [21], in which a cell level is represented by
two bits that are stored in two logical units of programming
called pages. It becomes even more pronounced in the recent
designs of 3-dimensional flash [20], [27], [34].

ICI-induced errors are data dependent and correlated with
the data patterns in the neighborhood of the victim cell,
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in both the horizontal (wordline) and vertical (bitline) direc-
tions [2], [3], [33]. In fact, experimental results in [33] indicate
that bitline ICI can be even more detrimental than wordline
ICI in MLC flash, due in part to the row-by-row programming
protocol which requires wordlines to be programmed in a
sequential order.

A number of approaches have been proposed to combat
ICI effects, including the use of constrained codes that pre-
vent the appearance of ICI-prone cell-level patterns in both
one-dimensional (1D) and two-dimensional (2D) configura-
tions; see, for example [2], [3], [6], [18], [19], [28]. Whereas
the implementation of 1D constrained codes in wordline pages
to address wordline ICI is relatively straightforward, for 2D
constraints it remains a challenge to design efficient, fixed-rate
encoding and decoding algorithms that are compatible with
the conventional sequential programming and reading of inde-
pendent wordlines. One notable example of 2D row-by-row
constrained coding for flash memories appears in [3], but the
encoding is variable-rate.

The main goal of this work is the design of row-by-row
bitline ICI-mitigating coding techniques for flash memory.
This is accomplished by allowing the encoding and decoding
algorithms to read the previous two wordlines when writ-
ing or reading a particular wordline. For SLC flash memory,
we present a row-by-row coding scheme which eliminates the
ICI-inducing vertical 1 0 1 patterns along bitlines, while still
asymptotically achieving the capacity of the corresponding
ICI constraint, CI C I ≈ 0.8114. The proposed scheme is an
embodiment of the design method in [15] and [31], where
M-track parallel encoding for general 1D constraints is consid-
ered. The method is extended for MLC flash memory, as well,
to produce coding schemes which prevent a certain ICI error-
prone pattern from appearing horizontally, vertically, or in both
directions, and which are compatible with the independent
programming of pages protocol.

The rate loss incurred by eliminating all 1 0 1 patterns
in the vertical direction reduces storage capacity. We there-
fore propose an alternative coding approach, in the spirit of
weakly constrained codes, suggested in [16] and also studied
in [10] and [11], that allows a nonzero probability of occur-
rence of vertical 1 0 1 patterns and uses a systematic error-
correcting code to correct the resulting ICI errors. The rate
of this scheme can be much higher than the capacity of the
1D ICI constraint, provided that the probability of bitline
ICI-induced errors is not too large. On top of its potential
to increase capacity, the suggested scheme becomes handy
when other types of errors may occur, since it combines a
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Fig. 1. Structure of an SLC flash memory block.

bitline ICI mitigating coding scheme with an error-correcting
code.

The rest of this paper is organized as follows. In Section II
we introduce basic notations and definitions used throughout
the paper. In Section III we present a row-by-row coding
scheme that forbids the vertical 1 0 1 pattern along bitlines
for SLC flash memory. This coding scheme is combined
with error-correcting codes in Section IV to mitigate ICI
errors and achieve higher rates. The frame-error-rate (FER) of
this approach is estimated via a simulation result. Extensions
for MLC flash are discussed in Section V. We conclude
in Section VI.

II. PRELIMINARIES

In this section we present some of the basic definitions
and notations used throughout the paper for the design of
coding schemes that mitigate the inter-cell interference error
mechanism in SLC flash memory. In subsection II-A we intro-
duce the relevant notation and definitions regarding coding
schemes for flash memory. In subsection II-B we present
notation and definitions for the ICI constraint that avoids the
pattern 1 0 1.

A. Coding Schemes for Flash Memory

Denote by [n] the set of n integers {1, 2, . . . , n}. For two
integers a, b ∈ Z, where a < b, denote by [a, b] the set of
b−a+1 integers {a, a+1, . . . , b}. We use upper-case letters to
denote random variables and lower-case letters to denote their
realizations. Moreover, we use boldface to denote vectors, both
of random variables and of deterministic values. For example,
X = X1 X2 is a vector of two random variables X1 and X2,
and its realization x = x1x2 is a vector of two deterministic
values x1 and x2, which are the realizations of X1 and X2,
respectively.

We represent a block of SLC flash memory as an m×n array
of cells, composed of m wordlines of length n (see Figure 1),
where each cell stores a symbol in {0, 1}. For i ∈ [m] and
j ∈ [n], the cell in the i th row and the j th column of the
array is denoted by Wi, j . We consider Wi, j as a binary random
variable, where its realization, denoted by wi, j , is the symbol
stored in the cell. The programming state of Wi, j , denoted by

w
(ps)
i, j , is the (binary) symbol to which Wi, j was programmed.

In the event of an error in the cell Wi, j , the stored symbol and
the programming state of the cell do not agree, i.e., wi, j �=
w
(ps)
i, j . The i th wordline is the i th row of the array and it

is denoted by Wi
def=Wi,1Wi,2 . . .Wi,n , while its realization is

denoted by wi
def=wi,1wi,2 . . . wi,n and its programming state

is denoted by w(ps)
i

def=w(ps)
i,1 w

(ps)
i,2 . . . w

(ps)
i,n . Similarly, the j th

bitline is the j th column of the array and it is denoted by

B j
def=W1, j W2, j . . .Wm, j , while its realization is denoted by

b j
def=w1, jw2, j . . . wm. j and its programming state is denoted

by b(ps)
j

def=w(ps)
1, j w

(ps)
2, j . . . w

(ps)
m. j .

Given a vector X = X1 X2 . . . X� of random vari-
ables (respectively, a vector x = x1x2 . . . x�) and a set of
indices J = { j1, j2, . . . , jk}, where 1 ≤ j1 < j2 < · · · <
jk ≤ �, denote the restriction of X to J (respectively, of x to J )

by X|J def= X j1 X j2 . . . X jk (respectively, by x|J def= x j1 x j2 . . . x jk ).
In particular, for every i ∈ [m] and for every set of indices
J = { j1, j2, . . . , jk}, where 1 ≤ j1 < j2 < · · · < jk ≤ n, the
restriction of Wi to J is defined as Wi |J def=Wi, j1 Wi, j2 . . .Wi, jk .

We assume throughout that wordlines are programmed
sequentially in a monotone increasing order, i.e., for every
1 ≤ i1 < i2 ≤ m, Wi1 is programmed before Wi2 .
We will refer to a coding scheme in which the wordlines are
programmed in such a monotone order as a row-by-row coding
scheme. A binary row-by-row coding scheme C has a fixed rate
R if every row can store any message out of 2Rn possible
messages. In Section III we will design a fixed-rate row-by-
row coding scheme1 such that the pattern 1 0 1 does not appear
along bitlines. This constraint on the bitlines is motivated by
the ICI phenomenon, and therefore is called the bitline ICI
constraint. In general, a binary sequence x = x1x2 . . . x� is
said to satisfy the ICI constraint if xi−2xi−1xi �= 1 0 1, for all
i ∈ [3, �]. We denote by S the set of all binary sequences of
finite length that satisfy the ICI constraint. A coding scheme C
for an SLC flash memory is called a wordline ICI constrained
code if for every i ∈ [m], w(ps)

i ∈ S. Similarly, a coding
scheme C for an SLC flash memory is called a bitline ICI
constrained code if for every j ∈ [n], b(ps)

j ∈ S. A wordline
ICI error in the cell Wi, j is the event that the cells Wi, j−1,
Wi, j , and Wi, j+1 were programmed to 1, 0, and 1, respectively,
and due to the ICI phenomenon, Wi, j stores the symbol 1, i.e.,
w
(ps)
i, j−1w

(ps)
i, j w

(ps)
i, j+1 = 1 0 1, while wi, j−1wi, jwi, j+1 = 1 1 1.

Similarly, a bitline ICI error in the cell Wi, j is the event
that the cells Wi−1, j , Wi, j , and Wi+1, j were programmed to
1, 0, and 1, respectively, and due to the ICI phenomenon,

Wi, j stores the symbol 1, i.e., w(ps)
i−1, jw

(ps)
i, j w

(ps)
i+1, j = 1 0 1,

while wi−1, jwi, jwi+1, j = 1 1 1. We will assume throughout
the paper that the only sources of errors are wordline ICI or
bitline ICI, and specify in each section the sources of errors
in consideration. Notice that, under the assumption that only
bitline ICI errors may occur, bitline ICI constrained codes
prevent the occurrence of errors entirely.

1The first two rows of our row-by-row coding scheme may have different
rate than the others, yet for the ease of terminology, we refer to it as a fixed-
rate coding scheme.
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Fig. 2. (a) The edge-labeled graph G representing the ICI constraint. (b)
The edge in G from xy to yz is represented by xyz, where z is also its label.

B. The ICI Constraint

The rate of a bitline ICI constrained code is clearly upper
bounded by the capacity of the ICI constraint defined by

Cap(IC I )
def= lim

n→∞
log2 |S ∩ {0, 1}n|

n
.

There is a one-to-one correspondence between S and the
sequences produced by reading the labels of paths in the
directed edge-labeled graph G(V , E, L) shown in Fig. 2 (a),
where V = {0, 1}2, E = {0, 1}3 \ {1 0 1}, and for every edge
e = xyz ∈ E , e is an edge from xy to yz (see Fig. 2 (b))
labeled by z. The adjacency matrix of the graph G is given by

A =

⎛
⎜⎜⎝

1 1 0 0
0 0 1 1
1 0 0 0
0 0 1 1

⎞
⎟⎟⎠,

where Ai, j represents the number of edges from the vertex
u = xy to the vertex v = wz in the graph G, i = 2x + y
and j = 2w + z. Let λ1, λ2, λ3, λ4 be the eigenvalues of A.
Notice that A2x+y,2w+z = 0 if y �= w. The spectral radius

of A is defined by λ
def= max{|λ1|, |λ2|, |λ3|, |λ4|}. The spectral

radius λ is an eigenvalue of A and it admits a positive right
eigenvector as well as a positive left eigenvector, as guaranteed
by the Perron-Frobenius Theorem [13, Ch. 8].

There is a simple expression for the capacity of this con-
straint in terms of λ, namely Cap(IC I ) is equal to log2 λ ≈
0.8114 (see, for example [23]). Alternatively, Cap(IC I ) can
be represented in terms of stationary Markov chains on the
graph G. A Markov chain on G is simply a probability
mass function P on the edges of G, i.e., a mapping P :
E → R such that P(xyz) ≥ 0, for all xyz ∈ E , and∑

xyz∈E P(xyz) = 1. The state probability vector πT =
(π0, π1, π2, π3) of the Markov chain P on G is defined
by π2x+y

def=π(xy), where π(xy) is the marginal proba-
bility

∑
z: xyz∈E P(xyz), for all xy ∈ V . The transition

matrix associated with P is the 4 × 4 matrix Q, such
that Q2x+y,2y+z

def=Q(z|xy), where Q(z|xy) is the conditional

probability defined by Q(z|xy)
def=P(xyz)/π(xy) if π(xy) > 0

and Q(z|xy)
def=0, otherwise. As for the adjacency matrix A,

Q2x+y,2w+z
def=0 if y �= w. We will use the notations

Q2x+y,2y+z and Q(z|xy) (respectively, π2x+y and π(xy))
interchangeably. A Markov chain P is called stationary if

πT Q = πT , or equivalently if π(xy) =∑
z: xyz∈E P(xyz) =∑

z: zxy∈E P(zxy), for all xy ∈ V . The entropy rate of P is
defined by

H (P) = −
∑

xyz∈E

P(xyz) log2 Q(z|xy).

Note that if Q(z|xy) = 0 then P(xyz) = 0 and we regard
0 log2 0 as zero.

From [23] we have that

Cap(IC I ) = sup
P

H (P),

where the supremum is taken over all the stationary Markov
chains on G. Moreover, a capacity-achieving stationary
Markov chain P̂ on G can be obtained as follows. Let vT and u
be positive left and right eigenvectors of A associated with λ,
respectively, normalized such that vT u = 1. For all xyz ∈ E ,

P̂(xyz)
def= u jvi Ai, j

λ
, i = 2x + y, j = 2y + z. (1)

The state probability vector for P̂ , π̂ , is given by

π̂i
def=uivi , i ∈ [0, 3], (2)

and the transition matrix for P̂ , Q̂, is given by

Q̂i, j
def= Ai, j u j

λui
, ∀ i, j ∈ [0, 3]. (3)

For our coding schemes, we need one more definition on
Markov chains. A Markov chain P on G is called n-integral
if, for all xyz ∈ E , we have that P(xyz)n is an integer.

III. ROW-BY-ROW BITLINE ICI CONSTRAINED CODES

The goal of this section is to design a row-by-row bitline ICI
coding scheme with a fixed rate. As mentioned above, the rate
of such a coding scheme is upper bounded by Cap(IC I ).
The presented construction produces coding schemes of rates
that are arbitrarily close to Cap(IC I ), provided that the
block dimensions n and m are large enough. The key idea
behind the construction is simply that, when programming
a given wordline, the encoder takes into account the two
previously programmed wordlines. This approach is consistent
with the practical requirement for wordlines to be programmed
sequentially, in a row-by-row manner. It is also compatible
with the usual practice of programming all the cells of a word-
line simultaneously. We remark that the design methodology
described in this section is closely related to the approach
proposed in [15] and [31] for constructing row-by-row coding
schemes for general constraints. It was shown in [15] that
there exist such coding schemes that achieve the capacity of
a constraint, and an explicit construction, based on constant-
weight codes, was given in [31]. We essentially apply the basic
ideas of the construction in [31] to the ICI constraint, with
some simplifications.

Specifically, our code design procedure uses an n-integral
stationary Markov chain P , i.e., P(xyz)n is an integer, for
all xyz ∈ E , to construct a code C (wl) of asymptotic rate
H (P). A simple technique to obtain an n-integral stationary
Markov chain on G from an arbitrary stationary Markov chain
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on G with a negligible loss in the entropy rate is described
in Appendix A. The code C (wl) is a cartesian product of
constant-weight codes with parameters that are determined by
the Markov chain P . Our coding scheme C will program every
wordline (with the exception of the first two wordlines) to a
codeword of C (wl). Moreover, it will have the property that
|{ j : w(ps)

i−1, jw
(ps)
i, j = xy}| = π(xy)n, for every i ∈ [2,m],

and xy ∈ V . This stationarity property of the code will be
crucial for the encoding process. The code will also imitate the
statistics of patterns of the form xyz ∈ E in a sequence that is
created by reading the labels of a random path in G, according
to the Markov chain P . Concretely, it will satisfy the equality
|{ j : w(ps)

i−2, jw
(ps)
i−1, jw

(ps)
i, j = xyz}| = P(xyz)n, for every i ∈

[3,m] and xyz ∈ E . In particular, |{ j : w(ps)
i−2, jw

(ps)
i−1, jw

(ps)
i, j =

1 0 1}| = 0, for every i ∈ [3,m].
Let p(x) = π(x0)+ π(x1) be the probability of an initial

state to be of the form x∗, where ∗ stands for an arbitrary
symbol in {0, 1}, according to the stationary Markov chain P .
A binary constant-weight code of length n and weight w
is a subset of {0, 1}n which consists only of codewords of
Hamming weight w, where the Hamming weight of x =
x1x2 . . . xn ∈ {0, 1}n is defined by

wH (x)
def=|{ j : x j �= 0}|.

Concretely, wH (x) counts the number of ones in x. Denote
by C(n, w) the set of all binary sequences of length n and
Hamming weight w, i.e.,

C(n, w)
def={x ∈ {0, 1}n : wH (x) = w}.

For the encoding process, we will need the following three
codes, defined in terms of constant-weight codes:

C (1) def= C(n, p(1)n)

C (2) def= C(p(0)n, π(01)n)×C(p(1)n, π(11)n)

C (wl) def= C(π(00)n, P(001)n)×C(π(01)n, P(011)n)

×C(π(10)n, P(101)n)×C(π(11)n, P(111)n). (4)

The first wordline will be programmed by the constant weight
code C (1). Then, the second wordline is partitioned into two
parts of sizes p(0)n and p(1)n, respectively. The first part
contains the cells below the p(0)n cells of the first wordline
that were programmed to 0. This part is programmed by
the C(p(0)n, π(01)n) portion of C (2). Similarly, the second
part contains the cells below the p(1)n cells of the first
wordline that were programmed to 1 and is programmed by the
C(p(1)n, π(11)n) portion of C (2). The remaining wordlines
are programmed by the code C (wl). For every i ∈ [3,m],
the cells of the i th wordline are partitioned into four parts,
according to the programmed states of the two cells above
them in Wi−2 and Wi−1. The stationarity of P guarantees
that the part that corresponds to cells for which the two cells
above them were programmed to xy is of size π(xy)n. This
part is programmed by the C(π(xy)n, P(xy1)n) portion of
the code C (wl). Figure 3 describes the architecture of this
encoding process. Notice that, since P(101) = 0, it follows
that C(π(10)n, P(101)n) = {0}, where 0 is the all-zero vector.

Fig. 3. The architecture of the encoding process. A codeword of C(p(x)n,
π(x1)n) is stored in the positions in which x appears in C(n, p(1)n).
Similarly, a codeword of C(π(xy)n, P(xy1)n) is stored in the positions in
which both x appears in C(n, p(1)n) and y appears in C(p(x)n, π(x1)n).

In the next section we will allow P(101) to be positive, in
which case the constant-weight code C(π(10)n, P(101)n) will
no longer be a trivial code.

For k ∈ {1, 2}, let E(k) : Z|C (k)| → C (k) be an encoder
for C (k) and let D(k) : C (k) → Z|C (k)| be the corresponding
decoder. Likewise, let E(wl) : Z|C (wl)| → C (wl) and D(wl) :
C (wl) → Z|C (wl) | be an encoder and its corresponding decoder
for C (wl).

Remark 1: We remark that encoders and decoders for
C (k), k ∈ {1, 2} and for C (wl) can be readily derived from
encoders and decoders of constant-weight codes. Encoders
and decoders for constant-weight codes were proposed in [17]
and later improved in [31]. Both these papers present efficient
encoders that are based on enumerative encoding [7] and
suffer from negligible loss in coding rates. In particular,
the running time of the encoding and decoding procedures
proposed in [31] is O(n log2

2 n), where n is the length of the
code.

The programming process is formulated in Algorithm 1.
Note that we assume no other error sources in this section
but the bitline ICI. To show that this programming process
produces a row-by-row bitline ICI constrained coding scheme
we first prove its validity in the next two lemmas that assume
no error sources, including the bitline ICI.

Lemma 1: If there are no error sources, including the
bitline ICI, then the programming process described in
Algorithm 1 is properly defined, i.e., the following hold.

1) For all x ∈ {0, 1}, the size of Jx , defined in line 10 of
Algorithm 1 is equal to the length of cx , p(x)n, where
cx is defined in line 8 of Algorithm 1.

2) For every i ∈ [3,m] and for all x, y ∈ {0, 1}, the size of
Jxy, defined in line 17 of Algorithm 1 for the program-
ming of the i th wordline, is equal to the length of cxy,
π(xy)n, where cxy is defined in line 15 of Algorithm 1.

Proof: To prove item (1), let x ∈ {0, 1}. Since we assume
no error sources, it follows that w1 = w(ps)

1 ∈ C(n, p(1)n)
and |Jx | = |{ j : w(ps)

1, j = x}| = p(x)n.

For ease of presentation we define J (i)xy = Jxy , where Jxy

is defined in line 17 of Algorithm 1 for the programming
of the i th wordline. We will prove item (2) by induction
on i . Since we assume no error sources, it follows that for all
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Algorithm 1 Row-by-Row Bitline ICI Constrained Coding
Scheme: Programming Process
1: Initialize: i ← 1.
2: Input: A message M to be programmed into the current

wordline Wi .
3: if i = 1 then  M ∈ Z|C (1)|
4: Set c← E(1)(M).
5: Program c into W1.
6: Set i ← 2.
7: else if i = 2 then  M ∈ Z|C (2)|
8: Set (c0, c1)← E(2)(M).
9: for all x ∈ {0, 1} do

10: Set Jx ← { j ∈ [n] : w1, j = x}.
11: Program cx into W2|Jx .
12: end for
13: Set i ← 3.
14: else if i ≥ 3 then  M ∈ Z|C (wl)|
15: Set (c00, c01, c10, c11)← E(wl)(M).
16: for all x, y ∈ {0, 1} do
17: Set Jxy ← { j ∈ [n] : wi−2, jwi−1, j = xy}.
18: Program cxy into Wi |Jxy .
19: end for
20: Set i ← i + 1.
21: end if

i ∈ [3,m], J (i)xy = { j ∈ [n] : w
(ps)
i−2, jw

(ps)
i−1, j = xy}. For

the basis of the induction, we will prove the case i = 3. Let
x, y ∈ {0, 1}. By the definition of J (3)xy it follows that J (3)xy =
{ j ∈ Jx : w(ps)

2, j = y} and from lines 8 and 11 of Algorithm 1

we have that w(ps)
2 |Jx ∈ C(p(x)n, π(x1)n). Hence, there are

exactly π(xy)n indices j for which w(ps)
1, j w

(ps)
2, j = xy.

For the induction hypothesis we assume that for every
i ∈ [3, k], |J (i)xy | = π(xy)n. We now prove the induction step
for i = k + 1. Let x, y ∈ {0, 1}. By the definition of J (i)xy ,
it follows that J (i)xy = { j ∈ J (i−1)

0x ∪ J (i−1)
1x : w(ps)

i−1, j = y}.
By the induction hypothesis, we have that |J (i−1)

ux | = π(ux)n,
for all u ∈ {0, 1} and from lines 15 and 18 of Algorithm 1 we
have that w(ps)

i−1 |J (i−1)
ux
∈ C(π(ux)n, P(ux1)n). Hence, there are

exactly
∑

u∈{0,1} P(uxy)n indices j for which w(ps)
i−2, jw

(ps)
i−2, j =

xy. By the stationarity of P it follows that
∑

u∈{0,1} P(uxy)
n = π(xy)n. �

Lemma 2: If there are no error sources, including the
bitline ICI, then the programming process described in
Algorithm 1 produces a bitline ICI constrained coding scheme.

Proof: Let j ∈ [n] and i ∈ [3,m] be such that
w
(ps)
i−2, jw

(ps)
i−1, j = 1 0. Then, j ∈ J (i)1 0 and since w(ps)

i |
J (i)1 0
∈

C(π(1 0)n, P(1 0 1)n) = {0}, we conclude that w(ps)
i, j = 0.

Thus, there does not exist a j ∈ [n] and i ∈ [3,m] for which
w
(ps)
i−2, jw

(ps)
i−1, jw

(ps)
i, j = 1 0 1. �

The proof of the next lemma can be found in Appendix B.
Lemma 3:

log2 |C (wl)|
n

−−−→
n→∞ H (P)

Fig. 4. Programming the first three wordlines, for n = 10, according to
P(xyz) = 0.2, for all xyz ∈ {0 0 0, 0 0 1, 1 0 0}, and P(xyz) = 0.1 for all
xyz ∈ {0 1 0, 0 1 1, 1 1 0, 1 1 1}. Although the rate of the code is approximately
0.458, the rate of the coding scheme for the Markov chain P approaches the
entropy rate H (P) = 0.8 as n goes to infinity. The color of a cell indicates both
the symbol it stores and to which constant-weight code it belongs, according
to the color index described in Figure 3. The gray cells, i.e., the cells bellow
the bitline pattern 1 0, must be programmed to 0.

Theorem 1: If there are no error sources, excluding the
bitline ICI, then the programming procedure described in
Algorithm 1 is properly defined and it produces a row-by-row
bitline ICI constrained coding scheme of fixed rate (starting
from the third wordline). The rate of the coding scheme is
given by

R = log2 |C (wl)|
n

−−−→
n→∞ H (P)

Proof: By Lemmas 1 and 2, it follows that the program-
ming procedure described in Algorithm 1 is properly defined
and that it produces a bitline ICI constrained coding scheme,
assuming that there are no error sources. Since the bitline
ICI error mechanism affects only patterns of the form 1 0 1
along bitlines, it follows that it cannot affect this programming
procedure. Otherwise, we will have that the pattern 1 0 1 must
appear along a bitline, before any error occurred, in contra-
diction to Lemma 2.

The last statement of the theorem follows from
Lemma 3. �

An example of programming the first three wordlines
according to Algorithm 1 is shown in Fig. 4.

The decoding of wi is done by first reading the two previous
wordlines, Wi−2 and Wi−1, and then partitioning wi into four
subsequences, ĉ(i)xy , xy ∈ {0, 1}2, where wi, j belongs to ĉxy if
the two cells above it, Wi−2, j and Wi−1, j , store the symbols
x and y, respectively. The decoding of wi is the message
M̂ = D(wl)(̂c00, ĉ01, ĉ10, ĉ11). In the next theorem we for-
mulate the decoding process in Algorithm 2 and prove that it
correctly decodes every wordline.

Theorem 2: For i ∈ [m], let M be the message that was
programmed into Wi , according to Algorithm 1, and let M̃ be
the message that was read from Wi , according to Algorithm 2.
If there are no other error sources but bitline ICI then M̃ = M.

Proof: By Theorem 1 it follows that the programming
procedure that is described in Algorithm 1 produces a bitline
ICI constrained coding scheme. Since we assume no error
sources but the bitline ICI, it follows that wi = wps

i for
all i ∈ [m]. This implies that for all i ∈ [3,m] and for
all x, y ∈ {0, 1}, Jxy = Ĵxy (Jxy and Ĵxy are defined
in line 17 of Algorithm 1 and in line 12 of Algorithm 2,
respectively, when the i th wordline is to be programmed or to
be read) and that M̃ = D(wl)(wi | Ĵ00

,wi | Ĵ01
,wi | Ĵ10

,wi | Ĵ11
) =
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Algorithm 2 Row-by-Row Bitline ICI Constrained Coding
Scheme: Decoding Process
1: Input: An index i of the wordline to be read.
2: Output: A message M̃ .
3: if i = 1 then  M̃ ∈ Z|C (1)|
4: Set M̃ ← D(1)(wi ).
5: else if i = 2 then  M̃ ∈ Z|C (2)|
6: for all x ∈ {0, 1} do
7: Set Ĵx ← { j : w1, j = x}.
8: end for
9: Set M̃ ← D(2)(w2| Ĵ0

,w2| Ĵ1
).

10: else if i ≥ 3 then  M̃ ∈ Z|C (wl)|
11: for all x, y ∈ {0, 1} do
12: Set Ĵxy ← { j : wi−2, jwi−1, j = xy}.
13: end for
14: Set M̃ ← D(wl)(wi | Ĵ00

,wi | Ĵ01
,wi | Ĵ10

,wi | Ĵ11
).

15: end if

D(wl)(E(wl)(M)) = M . Similarly, the theorem holds for
i ∈ {1, 2}. �

As mentioned above, a technique to obtain an n-integral
stationary Markov chain on G from a stationary Markov chain
on G with close entropy rates is described in Appendix A.
Applying this technique on the Markov chain P̂ defined
in (1) for which H (P̂) = Cap(IC I ), we obtain an
n-integral stationary Markov Chain on G, P , such that H (P) =
Cap(IC I ) − O(1/n). Together with Theorems 1 and 2, this
implies the following corollary.

Corollary 1: For every ε > 0 and sufficiently large n, there
exists an n-integral stationary Markov chain on G, P , such that
the coding scheme described in Algorithms 1 and 2 produces
a row-by-row bitline ICI constrained coding scheme of rate at
least Cap(IC I )− ε.

IV. WEAKLY BITLINE ICI CONSTRAINED CODES

By preventing all bitline ICI errors, the coding scheme
suggested in Section III may impose a too severe rate penalty
if the probability of ICI-induced errors is not very large.
In this section we will adapt our coding scheme to Markov
chains P that allow P(101) to be positive. Immink [16] coined
the term weakly constrained code for codes that violate a
certain constraint with some fixed probability q . We thereby
define weakly bitline ICI constrained coding scheme for an
SLC flash memory to be a coding scheme in which the prob-
ability that the pattern 1 0 1 appears along a bitline is fixed,
whereas the probability of every other pattern in {0, 1}3 to
appear along a bitline is not restricted to a certain value.
We will design a row-by-row weakly bitline ICI constrained
coding scheme by combining the row-by-row coding scheme
from the previous section with an error-correcting code. The
rate of the resulting coding scheme may exceed Cap(IC I ), if
the probability of bitline ICI errors is small. Moreover, this
approach can handle errors that are caused by other error
mechanisms as well.

Before we can present the encoding and decoding processes
for weakly bitline ICI constrained codes we need to slightly

modify the graph G. Since we wish to allow the appearance
of the pattern 1 0 1, we can no longer consider Markov chains
on the graph G, and we define the graph D that is obtained
from the graph G by adding the edge 1 0 1, which starts in 1 0,
terminates in 0 1, and is labeled by 1. Note that D is just the
binary 2-dimensional De-Bruijn graph [8]. Throughout this
section, a Markov chain should be understood as a Markov
chain on the graph D.

Our coding technique uses some part of the memory for
error-correction. Thus, every wordline is partitioned into two
parts. The first part, consisting of the first k ≤ n cells,
is called the systematic part of the wordline. The second part,
consisting of the last r = n−k cells, is called the parity check
part of the wordline. Specifically, we introduce the following
notations. For every i ∈ [m], denote the systematic part of
Wi by Si = Wi,1Wi,2 . . .Wi,k , and the parity check part of
Wi by Pi = Wi,k+1 Wi,k+2 . . .Wi,n . As before, we distinguish
between the current stored symbols and the programmed states
of the cells for the systematic part and use the notations

si
def=wi,1wi,2 . . . wi,k and s(ps)

i
def=w(ps)

i,1 w
(ps)
i,2 . . . w

(ps)
i,k to refer

to these sequences.
Let P be a Markov chain on D and let α be the probability

that a vertical occurrence of the pattern 1 0 1 changes to
1 1 1 due to a bitline ICI error (we assume α is a known
parameter of the flash memory device). Our coding technique
will produce a weakly bitline ICI constrained code with
|{ j : w(ps)

i−2, jw
(ps)
i−1, jw

(ps)
i, j = 1 0 1}| = P(1 0 1)n, for all

i ∈ [3,m] and j ∈ [k], and thus the probability of a bitline ICI
error in a cell becomes P(1 0 1)α. By choosing a suitable value
for P(1 0 1) we will be able to control this error probability
as we desire.

Let C (ec) ⊂ {0, 1}n be a code of dimension k, i.e.,
|C (ec)| = 2k . Assume that C (ec) admits a systematic encoder
E(ec) : {0, 1}k → {0, 1}n , i.e., E(ec)(u)|[k] = u, for all
u ∈ {0, 1}k , and that D(ec) : {0, 1}n → {0, 1}k is the
corresponding decoder of C (ec). The superscript (ec) in the
code’s notation stands for error-correction. The code C (ec)

will be used to correct bitline ICI-induced errors and may
be chosen to guarantee that the frame-error-rate (FER) does
not exceed a certain threshold in exchange for reduction in the
overall coding rate.

Let C (1), C (2), C (wl) be the length-k codes as defined in (4)
with respect to the Markov chain P . Notice that, since the
definition of these codes depends on the Markov chain P ,
changing the Markov chain P results in changing these codes
accordingly. In particular, since P(1 0 1) > 0, the code
C(π(1 0)k, P(1 0 1)k) is no longer trivial.

As before, we program Si according to the sequences that
were programmed into Si−2 and Si−1. However, before pro-
gramming Si , Si−2 may have suffered from bitline ICI errors
in cells Wi, j , j ∈ [3, k], for which w(ps)

i−3, jw
(ps)
i−2, jw

(ps)
i−1, j = 1 0 1

(as in Section III, we assume the bitline ICI-error mechanism
to be the only source of errors). Therefore, we use a side
memory (e.g. DRAM memory or a designated part of the
memory) which stores the information that was written on
the wordline Si−2 reliably. The sequence stored in the side
memory is denoted by v = v1v2 . . . vk . Upon programming
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Wi , v stores the programming state of Si−2 (before any errors
had occurred) and once v is used to process the programming
state of Wi , v is reprogrammed to store the programming state
of Si−1.

To overcome errors we use the error-correcting code C (ec).
Hence, in each step we also encode Si by the systematic
encoder E(ec) and store the parity check bits of the resulting
codeword in Pi . This programming process is formulated in
Algorithm 3 and is proved to produce a weakly bitline ICI
constrained code in the next theorem.

Remark 2: The weakly bitline ICI constraint is enforced
only on the systematic part Si and not on the parity part Pi .
As a result, the probability of a bitline ICI error in the parity
part may be higher and the proposed coding scheme relies on
the error-correcting code to correct the corresponding errors.
This approach is commonly used in reverse concatenation
architecture for constrained systems [4], [5], [22].

Algorithm 3 Row-by-Row Weakly Bitline ICI Constrained
Coding Scheme: Programming Process
1: Initialize: i ← 1.
2: Input: A message M to be programmed into the current

wordline Wi .
3: if i = 1 then  M ∈ Z|C (1)|
4: Program E(ec)(E(1)(M)) into W1 and v.
5: Set i ← 2.
6: else if i = 2 then  M ∈ Z|C (2)|
7: Set (c0, c1)← E(2)(M).
8: for all x ∈ {0, 1} do
9: Set Jx ← { j ∈ [k] : w1, j = x}.

10: Set u|Jx ← cx .  u ∈ {0, 1}k
11: end for
12: Program E(ec)(u) into W2.
13: Set i ← 3.
14: else if i ≥ 3 then  M ∈ Z|C (3)|
15: Set (c00, c01, c10, c11)← E(wl)(M).
16: for all x, y ∈ {0, 1} do
17: Set Jxy ← { j ∈ [k] : v jwi−1, j = xy}.
18: Set u|Jxy ← cxy .  u ∈ {0, 1}k
19: end for
20: v← si−1.
21: Program E(ec)(u) into Wi .
22: Set i ← i + 1.
23: end if

Theorem 3: If there are no error sources, excluding the
bitline ICI, then the programming procedure described in
Algorithm 3 is properly defined and it produces a row-by-row
weakly bitline ICI coding scheme of fixed rate (starting from
the third wordline). The rate of the coding scheme is given by

R = log2 |C (wl)|/n ≈ H (P)k
n

.

Proof: First, we must show that the programming process
defined in Algorithm 3 is properly defined. Since only the
programming of the systematic part is dependent on (the
systematic parts of) the two previous wordlines, it is sufficient
to show that the systematic part of the memory is properly

Fig. 5. Example of three consecutive wordlines that were programmed by
Algorithm 3 with P(xyz) = 0.125, for all xyz ∈ {0, 1}3. The color of a cell
indicates both its programmed states and to which constant-weight code it
belongs, according to the color index described in Figure 3. The white cells
represent the parity check part of the memory. The sixth cell in Wi−1 was
originally programmed to 0, but due to a bitline ICI error, it stores 1.

defined. Note that, Lemma 1 holds regardless of whether or not
P(1 0 1) = 0. Since at each step i ∈ [3,m], the programming
state of Si−2 is available through the side memory, occurrences
of bitline ICI errors do not affect the programming state of
Si and the validity of Algorithm 3 follows immediately from
Lemma 1.

The last statement of the theorem follows from
Lemma 3. �

An example of programming three wordlines according to
Algorithm 3 is shown in Fig. 5.

The decoding of wi is done by first reading Wi and
the two previous wordlines, Wi−2, Wi−1, and applying the
decoder of the error-correcting code on each of these three
wordlines. If the error-correcting code can correct all the
errors, then by doing so we obtain s(ps)

i−2 , s(ps)
i−1 , and s(ps)

i .

We then proceed with decoding s(ps)
i , similarly to the decoding

process described in Algorithm 2, i.e., we partition s(ps)
i to

four subsequences, ĉxy , xy ∈ {0, 1}2, where s(ps)
i, j belongs to

ĉxy if s(ps)
i−2, j s

(ps)
i−1, j = xy. The decoding of wi is the message

M̂ = D(wl)(̂c00, ĉ01, ĉ10, ĉ11). We formulate the decoding
process in Algorithm 4 and prove that it correctly decodes
w(i), given that D(ec) successfully decodes wi−2,w(i−1), and
w(i), in the next theorem.

Theorem 4: For i ∈ [3,m], let M be the message that was
programmed into Wi according to Algorithm 3 and let M̃ be
the message that was read from Wi according to Algorithm 4.
If D(ec) can correctly decode wi−2,wi−1,wi then M̃ = M.

Proof: Since D(ec) successfully decodes wi−2,wi−1,wi ,
it follows that ŝb = s(ps)

b , for all b ∈ {i − 2, i − 1, i}.
This implies that for all x, y ∈ {0, 1}, Jxy = Ĵxy

(Jxy and Ĵxy are defined in line 17 of Algorithm 3
and in line 16 of Algorithm 4, respectively, when the
i th wordline is to be programmed or to be read) and
that M̃ = D(wl)(s(ps)

i | Ĵ00
, s(ps)

i | Ĵ01
, s(ps)

i | Ĵ10
, s(ps)

i | Ĵ11
) =

D(wl)(E(wl)(M)) = M . �
To illustrate the usefulness of row-by-row weakly bitline

ICI constrained codes we consider the case where α = 0.05.
Again, we assume that the bitline ICI is the only error
mechanism. Fix a target coding rate R = 0.9 and a code
length n = 9102. A weakly bitline ICI constrained code uses
the first k bits to encode the information bits to the systematic
part of the memory while controlling the number of vertical
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Algorithm 4 Row-by-Row Weakly Bitline ICI Constrained
Coding Scheme: Decoding Process
1: Input: An index i of the wordline to be read.
2: Output: A message M̃ .
3: if i = 1 then  M̃ ∈ Z|C (1)|
4: Set M̃ ← D(1)(D(ec)(wi )).
5: else if i = 2 then  M̃ ∈ Z|C (2)|
6: Set ŝ1 ← D(ec)(w1) and ŝ2 ← D(ec)(w2).
7: for all x ∈ {0, 1} do
8: Set Ĵx ← { j : ŝ1, j = x}.
9: end for

10: Set M̃ ← D(2)(̂s2| Ĵ0
, ŝ2| Ĵ1

).
11: else if i ≥ 3 then  M̃ ∈ Z|C (wl)|
12: for all b ∈ {i − 2, i − 1, i} do
13: Set ŝb ← D(ec)(wb).
14: end for
15: for all x, y ∈ {0, 1} do
16: Set Ĵxy ← { j : ŝi−2, j ŝi−1, j = xy}.
17: end for
18: Set M̃ ← D(wl)(̂si | Ĵ00

, ŝi | Ĵ01
, ŝi | Ĵ10

, ŝi | Ĵ11
).

19: end if

occurrences of the pattern 1 0 1 and it uses r = n − k parity
check bits to encode the systematic part using some systematic
error-correcting code. For this illustration we use a BCH code
as the systematic error-correcting code. Let Rsys = n R/k be
the rate of encoding the information into the systematic part
of the memory. Figure 6 illustrates the frame-error-rate as a
function of Rsys . For a given value of Rsys the corresponding
row-by-row weakly bitline ICI constrained code was designed
to minimize the probability of error in the first k bits by
minimizing the occurrence of the pattern 1 0 1. For the parity
check bits we assume the probability of error is α/8. In the
extreme case where Rsys = 0.9, i.e., n = k and no error-
correcting code is being used, the FER is close to one, since
even a single bit error leads to a frame error and the probability
of not observing any bit error is extremely small. On the
other extreme we have the case where Rsys = 1 and all the
parity check bits are dedicated to error correction. For every
0.9 < Rsys < 1 we have a non-trivial row-by-row weakly
bitline ICI constrained code that combines both the encoding
to the systematic part and error-correction using a BCH code.
Fig 6 indicates that in the range 0.94 ≤ Rsys < 1, the non-
trivial row-by-row weakly-bitline ICI constrained codes out-
perform the BCH code (the case where Rsys = 1). The
best FER was measured for Rsys = 0.98 and is equal to
0.00298 which is roughly 44 times lower than the FER for
the BCH code.

V. EXTENSIONS FOR MLC FLASH MEMORY

In this section we consider several extensions for MLC
flash memory, where the goal is to mitigate ICI errors in
the horizontal direction, in the vertical direction, or in both
directions. The suggested methods can also be extended for
3-dimensional three-level cell (TLC) flash memory for ICI
error mitigation in one or more of the three directions.

Fig. 6. Frame-error-rate (FER) as a function of Rsys for weakly bitline ICI
constrained code of length n = 9102 with a BCH code as the systematic
error-correcting code. The probability that a vertical occurrence of the pattern
1 0 1 changes to 1 1 1 due to a bitline ICI error is α = 0.05.

Fig. 7. Structure of a MLC flash memory block.

A cell in MLC flash memory stores one of the symbols
of the four-element alphabet � = {0, 1, 2, 3}. These symbols
are represented by two bits according to the gray mapping
ψ : � → {0, 1}2 defined by ψ(0) = 1 1, ψ(1) = 1 0,
ψ(2) = 0 0, and ψ(3) = 0 1. The two bits of a cell are
programmed into two logical units of programming that are
called the lower page and the upper page. The most significant
bit is programmed to the lower page while the least significant
bit is programmed to the upper page. The structure of a block
in a MLC flash memory is depicted in Figure 7.

The experimental studies in [33] indicate that the pattern
that is most likely to cause ICI errors (horizontally or verti-
cally) in MLC flash memory is of the form 3 0 3. We therefore
suggest methods to eliminate the pattern 3 0 3 horizontally,
vertically, or in both directions, while programming the lower
page and the upper page independently.

We start with the horizontal direction. Since the pattern 3 0 3
is represented by the pattern 0 1 0 in the lower page and
1 1 1 in the upper page, the pattern 3 0 3 can be eliminated
horizontally by preventing the appearance of the pattern 1 1 1
along wordlines in the upper page and applying no coding
on the lower page. Hence, we program the upper page with
a length-n constrained code in which no codeword contains the
pattern 1 1 1. Such a constrained code is known as a (d, k)-
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RLL (run-length-limited) code for the parameters d = 0 and
k = 2 (see [12] and references therein). A run in a codeword
is a maximum substring (a sequence of consecutive entries)
of a repeated symbol. For example, the runs in the codeword
0 0 1 1 0 1 0 0 are 0 0, 1 1, 0, 1, and 0 0. In a (d, k)-RLL code,2

every codeword satisfies the property that the run length of 1 is
at least d and at most k. For d = 0 and k = 2, this is equivalent
to the property that no codeword contains the pattern 1 1 1.
The capacity of the (0, 2)-RLL constraint is approximately
0.8791. Adler et al. [1] presented an algorithm for generating
rate-p/q (d, k)-RLL codes with arbitrary parameters p, q ,
d , and k, where p/q is upper bounded by the capacity of
the (d, k)-RLL constraint. Hence, for large n, we achieved a
method for preventing the pattern 3 0 3 horizontally with rate
approximately 0.8791+ 1 = 1.8791.

Remark 3: In the suggested method the pattern 3 0 3 is
eliminated horizontally by preventing the pattern 1 1 1 along
wordlines in the upper page entirely, when in fact this pattern
should not appear horizontally in the upper page only if the
pattern 0 1 0 appears in the lower page simultaneously. Such
a scenario in which two sources operate independently but
never transmit a certain pair of patterns simultaneously was
studied in [24], where numerical methods to estimate the
sum rate capacity of the system were presented. Using one
of these methods, we computed the sum rate capacity when
1 1 1 and 0 1 0 never appear simultaneously and found it to
be 1.8791. Thus, the suggested method is an optimal scheme
to prevent 3 0 3 horizontally while programming the two pages
independently.

For the vertical direction, we use a row-by-row program-
ming method as in Section III to avoid the pattern 1 1 1
along bitlines in the upper page. When n and m are large,
this method again achieves a rate which is approximately
0.8791 + 1 = 1.8791, only this time the pattern 3 0 3 is
prevented along bitlines.

To prevent 3 0 3 from appearing both horizontally and
vertically we apply the row-by-row programming method from
Section III on the lower page to prevent the pattern 0 1 0 along
bitlines and use a length-n (0, 2)-RLL code for the upper page
to prevent the pattern 1 1 1 from appearing along wordlines.
For large n and m, this method prevents the pattern 3 0 3
both horizontally and vertically and has rate approximately
0.8791+ 0.8114 = 1.6905.

Another method to prevent the pattern 3 0 3 from appearing
both horizontally and vertically is by applying a 2-dimensional
(0, 2)-RLL constrained code on the upper page, which pre-
vents the pattern 1 1 1 from appearing both horizontally
and vertically. Despite the extensive study of 2-dimensional
(d, k)-RLL constrained codes [14], [25], [26], [29], [30], [32],
the capacity of these codes remains an open problem for
most values of d and k and in particular for 2-dimensional
(0, 2)-RLL constrained codes. The best known 2-dimensional
(0, 2)-RLL constrained code was given in [30] and its rate
is 0.816. Thus, by applying this code on the upper page

2Conventionally, in a (d, k)-RLL code every run length of 0 must be at
least d and at most k. For convenience, we choose to apply the run length
limitation on the symbol 1 instead of 0, where the two definitions are obviously
equivalent.

and apply no coding on the lower page, we can eliminate
the pattern 3 0 3 in both directions with rate 1.816. However,
this 2-dimensional (0, 2)-RLL constrained code may be inap-
plicable for flash memory programming and the reason for
this is twofold. One aspect is that it induces a variable-rate
coding as opposed to a fixed-rate. The second aspect is that
the encoding cannot be conducted in a row-by-row fashion.
Hence, for future work it will be interesting to design a fixed
rate row-by-row coding scheme that avoids the pattern 1 1 1
both horizontally and vertically.

Finally, we remark that all the patterns of the form 3 x 3,
where x ∈ {0, 1, 2, 3}, can be avoided in the vertical direction
by excluding the patterns 1 0 1 and 1 1 1 along the bitlines of
the lower page. The row-by-row coding technique presented in
this paper can be applied for any constraint, given an n-integral
stationary Markov chain on the corresponding graph. The
simple technique for obtaining an n-integral stationary Markov
chain with high entropy rate, presented in Appendix A, can be
adapted for the graph associated with avoiding the two patterns
1 0 1 and 1 1 1. The rate in this case is approximately 1.6942.
Alternatively, one can apply the row-by-row coding technique
on the set of wordlines of odd index and the set of wordlines of
even index, independently, to guarantee that wi−2, jwi, j �= 1 1
for all i ∈ [3,m] and j ∈ [n]. While this approach will result
in the same rate, the row-by-row coding scheme in this case
is simpler and its programming requires the reading of only
one wordline.

VI. CONCLUSION

In this paper, row-by-row coding schemes were suggested
to handle bitline ICI errors in flash memories. The first coding
scheme adapts the technique from [31] to eliminate the pattern
1 0 1 along bitlines and the resulting coding rate asymptotically
attains the capacity of the ICI constraint. The second coding
scheme maintains a nonzero probability of vertical occurrence
for the pattern 1 0 1 and in addition uses a systematic error-
correcting code. This scheme is useful when the overall
designated coding rate exceeds the ICI capacity as well as
in the scenario that other error sources apply. A simulation
result which depicted a significant performance improvement
using this approach was presented. Extensions for MLC flash
memory were also discussed where the objective is to design a
fixed rate row-by-row coding scheme that mitigates the pattern
3 0 3 horizontally, vertically, or in both directions, and yet
programs the lower and upper pages independently.

APPENDIX A
OBTAINING n-INTEGRAL STATIONARY MARKOV CHAINS

In this subsection we will describe a simple process that
takes as an input a stationary Markov chain on D and an
integer n and outputs an n-integral stationary Markov chain on
D, with a very close entropy rate.3 Recall that D is the graph
obtained from the graph G by adding the edge 1 0 1, which
starts in 1 0, terminates in 0 1, and is labeled by 1. The same
process works also for stationary Markov chains on G and

3We remark that a general and more complicated process that achieves this
goal for general graphs was given in [31].
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achieves a similar result, namely, that the difference between
the entropy rates of the two Markov chains is bounded (in
absolute value) by c

n , for some positive constant c and for
sufficiently large n.

A Markov chain P on D (or on G) can be represented by a

4× 4 matrix, also denoted by P , where P2x+y,2y+z
def=P(xyz)

and P2x+y,2w+z
def=0, if y �= w (in the same way that the

transition matrix is obtained from the conditional probability
Q(z|xy) in subsection II-B).

Lemma 4: A mapping P : E → R is a stationary Markov
chain on D if and only if the matrix P satisfies the following
properties.

(a) Pi, j ≥ 0 for all i, j ∈ [0, 3].
(b) Pi, j = 0 if i = 2x + y and j �∈ {2y, 2y + 1}.
(c)

∑3
i=0

∑3
j=0 Pi, j = 1.

(d) For all i ∈ [0, 3], ∑3
j=0 Pi, j =∑3

j=0 P j,i .
Notice that P is a stationary Markov chain on G if and only

if P2,1 = 0 (in addition to the four properties of Lemma 4).
Proof: Items (a), (b), and (c) of Lemma 4 state the

necessary and sufficient conditions for P to be a Markov chain
on D. By definition, P is stationary if and only if item (d) of
the lemma is satisfied. �

Construction 1: Let n ≥ 1 be an integer and let P (1) be
a stationary Markov chain on D. Define the 4 × 4 matrix

M(1)def=�nP (1)�, i.e., M(1)
i, j

def=�nP (1)i, j �, for all i, j ∈ [0, 3], and
define

s
def=M(1)

0,1 + M(1)
2,1 − M(1)

1,2 − M(1)
1,3

Let

ñ
def=

3∑
i=0

3∑
j=0

M(1)
i, j + |s| and d

def=n − ñ.

Define the 4× 4 matrix M(2) as follows. If s ≥ 0 then,

M(2)def=

⎛
⎜⎜⎜⎝

M(1)
0,0 +

⌈ d
2

⌉
M(1)

0,1 0 0

0 0 M(1)
1,2 + s M(1)

1,3

M(1)
2,0 M(1)

2,1 0 0

0 0 M(1)
3,2 M(1)

3,3 +
⌊ d

2

⌋

⎞
⎟⎟⎟⎠.

and if s < 0 then,

M(2)def=

⎛
⎜⎜⎜⎝

M(1)
0,0 +

⌈ d
2

⌉
M(1)

0,1 0 0

0 0 M(1)
1,2 M(1)

1,3

M(1)
2,0 M(1)

2,1 − s 0 0

0 0 M(1)
3,2 M(1)

3,3 +
⌊ d

2

⌋

⎞
⎟⎟⎟⎠.

Finally, define P (2) by the 4× 4 matrix n−1 M(2), i.e., for all
x, y, z ∈ {0, 1},

P (2)(xyz)
def= M(2)

2x+y,2y+z

n
.

Theorem 5: For every stationary Markov chain P (1) on the
graph D (or G) and for every integer n ≥ 1, the mapping P (2)

that is obtained from n and P (1) according to Construction 1
is an n-integral stationary Markov chain on D (respectively,
on G).

Moreover, there exists a constant c, depending only on P (1),
such that |H (P (2))− H (P (1))| ≤ c/n for sufficiently large n.

Proof: First, we use Lemma 4 to show that P (2) is a
stationary Markov chain on D. Items (b) and (c) of Lemma 4
are immediate. Since P (1) is stationary, we have that P (1)0,1 +
P (1)2,1 = P (1)1,2 + P (1)1,3 and therefore, s ∈ {−1, 0, 1}. Clearly,

ñ − |s| = ∑3
i=0

∑3
j=0 M(1)

i, j ≤ n. If ñ − |s| < n then since
ñ−|s| ≤ n−1 and |s| ≤ 1, it follows that d ≥ 0. If ñ−|s| = n
then M(1) = P (1)n and therefore s = 0 and d = 0. In any
case, 0 ≤ d . This shows item (a) of Lemma 4. Since P (1)

is stationary it follows that M(1)
0,1 = M(1)

2,0, M(1)
1,3 = M(1)

3,2.
Together with the definitions of s and M(2), we have that
P (2) also satisfies item (d) of Lemma 4. Thus, P (2) is a
stationary Markov chain on D. Moreover, if P (1) is a stationary
Markov chain on G then M(1)

2,1 = 0 and therefore s �= −1 and

M(2)
2,1 = 0. Hence, P (2) is a stationary Markov chain on G.
Since all the entries of the matrix M(2) are integers, it fol-

lows that P (2)(xyz)n is an integer, for all x, y, z ∈ {0, 1}.
It remains to show that |H (P (2)) − H (P (1))| ≤ c/n for

some constant c and for sufficiently large n. Notice that
since d + |s| = ∑

i, j nP (1)i, j −
⌊

nP (1)i, j

⌋
, d + |s| is strictly

less than the number of positive entries in P (1) and therefore
d ≤ 7− |s| ≤ 7. Since 0 ≤ d ≤ 7 and by the definition
of M(2), it follows that

⌊
P (1)(xyz)n

⌋
≤ P (2)(xyz)n ≤

⌊
P (1)(xyz)n

⌋
+ 4.

Therefore,

|P (2)(xyz)− P (1)(xyz)| ≤ 4

n
. (A.1)

For r ∈ {1, 2}, let π(r) and Q(r) be the state probability vector
and the transition matrix of P (r), respectively. Then for all
x, y ∈ {0, 1}
|π(2)(xy)− π(1)(xy)| = |P (2)(xy0)+ P (2)(xy1)

− (P (1)(xy0)+ P (1)(xy1))| ≤ 8

n
.

(A.2)

Inequality (A.1) implies that for sufficiently large n,
P (1)(xyz) > 0 if and only if P (2)(xyz) > 0. Moreover,
if P (2)(xyz) > 0 then π(2)(xy) > 0 and π(1)(xy) > 0.
In particular, π(1)(xy) > 8

n , for sufficiently large n and hence,
by inequality A.2 it follows that π(2)(xy) ≥ π(1)(xy)− 8

n > 0.
Then, for sufficiently large n and for all x, y, z ∈ {0, 1} for
which P (1)(xyz) �= 0, we have that

Q(2)(z|xy) = P (2)(xyz)

π(2)(xy)
≤ P (1)(xyz)+ 4

n

π(1)(xy)− 8
n

= Q(1)(z|xy)

⎛
⎝1+ 4

P (1)(xyz)n

1− 8
π(1)(xy)n

⎞
⎠

≤ Q(1)(z|xy)
(

1+ c1

n

)
,

for some constant c1 > 0, depending only on P (1). The last
inequality follows from the fact that if a and b are two positive
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constants and n is sufficiently large then n − b ≥ n/2 and
1+a/n
1−b/n = 1+ a+b

n−b ≤ 1+ c
n , for c = 2(a + b). Similarly,

Q(2)(z|xy) = P (2)(xyz)

π(2)(xy)
≥ P (1)(xyz)− 4

n

π(1)(xy)+ 8
n

= Q(1)(z|xy)

⎛
⎝1− 4

P (1)(xyz)n

1+ 8
π(1)(xy)n

⎞
⎠

≥ Q(1)(z|xy)
(

1− c2

n

)
,

for some constant c2 > 0, depending only on P (1). As before,
the last inequality follows from the fact that if a and b are
two positive constants and n is sufficiently large then 1−a/n

1+b/n =
1− a+b

n−b ≥ 1− c
n , for c = 2(a + b).

Then,

H (P (2)) = −
∑

x,y,z∈{0,1}:
P (2)(xyz)>0

P (2)(xyz) log2 Q(2)(z|xy)

≤ −
∑

x,y,z∈{0,1}:
P (1)(xyz)>0

(
P (1)(xyz)+ 4

n

)
log2 Q(1)(z|xy)

−
∑

x,y,z∈{0,1}:
P (1)(xyz)>0

(
P (1)(xyz)+ 4

n

)
log2

(
1− c2

n

)

≤ H (P (1))− 4

n

⎛
⎜⎜⎜⎝

∑
x,y,z∈{0,1}:
P (1)(xyz)>0

log2 Q(1)(z|xy)

⎞
⎟⎟⎟⎠

+ (1+ 32

n
)
ln(2)c2

n
,

where the last inequality follows from the fact that the sum of
P (1)(xyz) over all x, y, z ∈ {0, 1} for which P (1)(xyz) > 0 is
one and from log2(1− u) ≥ − ln (2)u, for u > 0. Then,

H (P (2)) ≤ H (P (1))+ c3

n
,

for sufficiently large n and for some constant c3 > 0. Similarly,

H (P (2)) = −
∑

x,y,z∈{0,1}:
P (2)(xyz)>0

P (2)(xyz) log2 Q(2)(z|xy)

≥ −
∑

x,y,z∈{0,1}:
P (1)(xyz)>0

(
P (1)(xyz)− 4

n

)
log2 Q(1)(z|xy)

−
∑

x,y,z∈{0,1}:
P (1)(xyz)>0

(
P (1)(xyz)− 4

n

)
log2

(
1+ c1

n

)

≥ H (P (1))+ 4

n

⎛
⎜⎜⎜⎝

∑
x,y,z∈{0,1}:
P (1)(xyz)>0

log2 Q(1)(z|xy)

⎞
⎟⎟⎟⎠

−(1− 32

n
)
ln(2)c1

n
,

where in the last inequality we used the inequality
log2(1+ u) ≤ ln(2)u, that holds for all u > 0. Then,

H (P (2)) ≥ H (P (1))− c4

n
,

for sufficiently large n and for some constant c4. �
Example 1: Let n = 100 and let P (1) be the ICI constraint

capacity-achieving stationary Markov chain, P̂ , defined in (1).
Then4

P (1) =

⎛
⎜⎜⎝

0.2345 0.177 0 0
0 0 0.0761 0.1009

0.177 0 0 0
0 0 0.1009 0.1336

⎞
⎟⎟⎠.

and

M(1) =

⎛
⎜⎜⎝

23 17 0 0
0 0 7 10
17 0 0 0
0 0 10 13

⎞
⎟⎟⎠.

Since M(1)
0,1 = M(1)

1,2 + M(1)
1,3 it follows that s = 0 and

d = 100−∑3
i=0

∑3
j=0 M(1)

i, j = 3. Then,

M(2) =

⎛
⎜⎜⎝

25 17 0 0
0 0 7 10
17 0 0 0
0 0 10 14

⎞
⎟⎟⎠

and

P (2) =

⎛
⎜⎜⎝

0.25 0.17 0 0
0 0 0.07 0.1

0.17 0 0 0
0 0 0.1 0.14

⎞
⎟⎟⎠

The entropy rate of P (2), H (P (2)), is equal to 0.8103,
i.e., H (P̂)− H (P (2)) ≤ 0.0011.

APPENDIX B
PROOF OF LEMMA 3

In this appendix we prove Lemma 3 which states that

log2 |C (wl)|
n

−−−→
n→∞ H (P).

Proof: Recall that

C (wl) def= C(π(00)n, P(001)n)×C(π(01)n, P(011)n)

×C(π(10)n, P(101)n)×C(π(11)n, P(111)n)

and therefore

|C (wl)| =
(

nπ(00)

nP(001)

)(
nπ(01)

nP(011)

)(
nπ(10)

nP(101)

)(
nπ(11)

nP(111)

)
.

Since (
n

αn

)
≈ 2nH(α),

where H (α) = −α log2 α− (1− α) log2(1− α), we have that(
nπ(xy)

nP(xy1)

)
≈ 2nπ(xy)H(Q(1|xy))

4The matrix P̂ was computed using MATLAB and hence its entries are
slightly rounded.
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and hence

log2 |C (wl)|
n

−−−→
n→∞ −

∑
xy1∈E

π(xy)Q(1|xy) log2 Q(1|xy)

−
∑

xy0∈E

π(xy)Q(0|xy) log2 Q(0|xy))

= −
∑

xyz∈E

P(xyz) log2 Q(z|xy) = H (P).

�
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